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Abstract—Quantum Computers (QC) are a reality and evolving to fulfill their promise of revolutionizing the field of computer science. Algorithms and protocols are being developed to prepare for the day when Quantum Computers will be reliable enough to perform the calculations they are designed for. Shor’s algorithm is one of these approaches, and it requires the computation of Fast Fourier Transforms that may take many years on a classical computer. This work uses Quantum Fourier Transform programs to profile available Quantum Computers and simulators in an effort to provide a snapshot of the current capabilities of QC.
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I. PROJECT DESCRIPTION

Quantum Computers (QC) are a developing computational platform based on the principles of quantum physics. Their fundamental units are called Qubits. A Qubit can be on state 0, or 1, or a linear combination of the two. This property is called superposition and provides a superficial reason of why QCs represent the next step in the evolution of computers [1]. The QC architecture has been constantly developed since the first (2 Qubit) quantum computer was built in 1998 and many companies have created QCs and made them available to the public via cloud systems [2,3]. In addition to QCs, many tech companies have developed QC environment simulators (QS) to provide programmers with the tools to explore the computational possibilities of QC’s on classical computers [2]. The variety of cloud-based and simulator-based QC environments has created the need to profile them so that users can make educated decisions of what system to use for their needs.

We aim to profile a few of the publicly available QC and QS and to do so we decided to use the Quantum Fourier Transform (QFT) and its inverse (IQFT) [4]. This choice is rooted on two factors. QCs are supposed to revolutionize cryptography by rendering the RSA Algorithm obsolete through the quick implementation of the Shor’s Algorithm [5]. This quick implementation is currently unfeasible in classical computers and the bottleneck consists of the period finding step of Shor’s algorithm which involves calculating Fourier transforms. The other fact is the authors’ interest in machine learning and signal processing two fields that have widespread use of Fourier transforms [6].

The way that Quantum Programming (QP) works is to use a classical computer to prepare data, then feed the data to a quantum circuit and finally process the result on the classical computer. Most computational environments use Python for the classical computing steps, but quantum circuits are created differently. Figure 1 shows a QFT circuit for the Qiskit platform by IBM [7].

Figure 1: 3 Qubits QFT circuit.

The circuits are then assembled and run in either a real cloud-based hardware or a simulator. Figure 2 shows the results of calculating QFT, its inverse and a combination of the two for the IBM Qiskit platform.

Figure 2: Performance of various circuits as a function of number of qubits and environments.

From our analysis we observe that the real-hardware QCs are still very unreliable when compared to their simulators. Both systems show a well-known issue of decreased precision as the number of Qubits increases.
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